**Recap**

We’ve covered various approaches in explaining model predictions globally. Today we will learn about another model specific post hoc analysis. We will learn to understand the workings of gradient boosting predictions.

Like past posts, the Clevaland heart dataset as well as tidymodels principle will be used. Refer to the [first post of this series for more details](https://notast.netlify.com/post/explaining-predictions-interpretable-models-logistic-regression/).

**Gradient Boosting**

Besides [random forest introduced in a past post](https://notast.netlify.com/post/explaining-predictions-random-forest-post-hoc-analysis-permutation-impurity-variable-importance/), another tree-based ensemble model is gradient boosting. In gradient boosting, a shallow and weak tree is first trained and then the next tree is trained based on the errors of the first tree. The process continues with **a** new tree being sequentially added to the ensemble and the new successive tree improves on the errors of the ensemble of preceding trees. On the hand, random forest is an ensemble of deep independent trees.

#library

library(tidyverse)

library(tidymodels)

theme\_set(theme\_minimal())

#import

heart<-read\_csv("<https://archive.ics.uci.edu/ml/machine-learning-databases/heart-disease/processed.cleveland.data>", col\_names = F)

# Renaming var

colnames(heart)<- c("age", "sex", "rest\_cp", "rest\_bp",

"chol", "fast\_bloodsugar","rest\_ecg","ex\_maxHR","ex\_cp",

"ex\_STdepression\_dur", "ex\_STpeak","coloured\_vessels", "thalassemia","heart\_disease")

#elaborating cat var

##simple ifelse conversion

heart<-heart %>% mutate(sex= ifelse(sex=="1", "male", "female"),fast\_bloodsugar= ifelse(fast\_bloodsugar=="1", ">120", "<120"), ex\_cp=ifelse(ex\_cp=="1", "yes", "no"),

heart\_disease=ifelse(heart\_disease=="0", "no", "yes")) #remember to leave it as numeric for DALEX

## complex ifelse conversion using `case\_when`

heart<-heart %>% mutate(

rest\_cp=case\_when(rest\_cp== "1" ~ "typical",rest\_cp=="2" ~ "atypical", rest\_cp== "3" ~ "non-CP pain",rest\_cp== "4" ~ "asymptomatic"), rest\_ecg=case\_when(rest\_ecg=="0" ~ "normal",rest\_ecg=="1" ~ "ST-T abnorm",rest\_ecg=="2" ~ "LV hyperthrophy"), ex\_STpeak=case\_when(ex\_STpeak=="1" ~ "up/norm", ex\_STpeak== "2" ~ "flat",ex\_STpeak== "3" ~ "down"), thalassemia=case\_when(thalassemia=="3.0" ~ "norm",

thalassemia== "6.0" ~ "fixed", thalassemia== "7.0" ~ "reversable"))

# convert missing value "?" into NA

heart<-heart%>% mutate\_if(is.character, funs(replace(., .=="?", NA)))

# convert char into factors

heart<-heart %>% mutate\_if(is.character, as.factor)

#train/test set

set.seed(4595)

data\_split <- initial\_split(heart, prop=0.75, strata = "heart\_disease")

heart\_train <- training(data\_split)

heart\_test <- testing(data\_split)

The gradient boosting package which we’ll use is xgboost. xgboost only accepts numeric values thus one-hot encoding is required for categorical variables. However, I was still able to train a xgboost model without one-hot encoding when I used the parsnip interface.

# create recipe object

heart\_recipe<-recipe(heart\_disease ~., data= heart\_train) %>%

step\_knnimpute(all\_predictors())

# process the traing set/ prepare recipe(non-cv)

heart\_prep <-heart\_recipe %>% prep(training = heart\_train, retain = TRUE)

No tunning was done, the hyperparameters are default settings which were made explicit.

# boosted tree model

bt\_model<-boost\_tree(learn\_rate=0.3, trees = 100, tree\_depth= 6, min\_n=1, sample\_size=1, mode="classification") %>% set\_engine("xgboost", verbose=2) %>% fit(heart\_disease ~ ., data = juice(heart\_prep))

**Feature Importance (global level)**

The resulting gradient boosting model bt\_model$fit represented as a parsnip object does not inherently contain feature importance unlike a [random forest model represented as a parsnip object](https://notast.netlify.com/post/explaining-predictions-random-forest-post-hoc-analysis-permutation-impurity-variable-importance/).

summary(bt\_model$fit)

## Length Class Mode

## handle 1 xgb.Booster.handle externalptr

## raw 66756 -none- raw

## niter 1 -none- numeric

## call 7 -none- call

## params 9 -none- list

## callbacks 1 -none- list

## feature\_names 20 -none- character

## nfeatures 1 -none- numeric

We can extract the important features from the boosted tree model with xgboost::xgb.importance. Although we did the pre-processing and modelling using tidymodels, we ended up using the original Xgboost package to explain the model. Perhaps, tidymodels could consider integrating prediction explanation for more models that they support in the future.

library(xgboost)

xgb.importance(model=bt\_model$fit) %>% head()

## Feature Gain Cover Frequency

## 1: thalassemianorm 0.24124439 0.05772889 0.01966717

## 2: ex\_STdepression\_dur 0.17320374 0.15985018 0.15279879

## 3: ex\_maxHR 0.10147873 0.12927719 0.13615734

## 4: age 0.07165646 0.09136876 0.12859304

## 5: chol 0.06522754 0.10151576 0.15431165

## 6: rest\_bp 0.06149660 0.09178222 0.11497731

**Variable importance score**

Feature importance are computed using three different importance scores.

1. Gain: Gain is the relative contribution of the corresponding feature to the model calculated by taking each feature’s contribution for each tree in the model. A higher score suggests the feature is more important in the boosted tree’s prediction.
2. Cover: Cover is the relative observations associated with a predictor. For example, feature X is used to determine the terminal node for 10 observations in tree A and 20 observations in tree B. The absolute observations associated with feature X is 30 and the relative observation is 30/sum of all absolute observation for all features.
3. Frequency: Frequency refers to the relative frequency a variable occurs in the ensembled of trees. For instance, feature X occurs in 1 split in tree A and 2 splits in tree B. The absolute occurrence of feature X is 3 and the (relative) frequency is 3/sum of all absolute occurrence for all features.

[Category variables especially those with minimal cardinality will have low frequency score as these variables are seldom used in each tree. Compared to continuous variables or to some extend category variables with high cardinality as they have are likely to have a larger range of values which increases the odds of occurring the model](https://towardsdatascience.com/be-careful-when-interpreting-your-features-importance-in-xgboost-6e16132588e7). Thus, [the developers of xgboost discourage using frequency score unless you’re clear about your rationale for selecting frequency as the feature importance score](https://xgboost.readthedocs.io/en/latest/R-package/discoverYourData.html). Rather, [gain score is the most valuable score to determine variable importance](https://towardsdatascience.com/be-careful-when-interpreting-your-features-importance-in-xgboost-6e16132588e7). xgb.importance selects gain score as the fault measurement and arranges features according to the descending value of gain score resulting in the most important feature to be displayed at the top.

**Plotting variable importance**

xgbosst provides two options to plot variable importance.

1. Using basic R graphics via xgb.plot.importance
2. Using ggplot interface via xgb.ggplot.importance. I’ll be using the latter.

The xgb.ggplot.importance uses the gain variable importance measurement by default to calculate variable importance. The default argument measure=NULL can be changed to use other variable importance measurements. However, based on the previous section, it will be wiser to leave the argument as the default.  
The xgb.ggplot.importance graph also displays the cluster of variables that have similar variable importance scores. The xgb.ggplot.importance graph displays each variable’s gain score as a relative contribution to the overall model importance by default. The sum of all the gain scores will equal to 1.

xgb.importance(model=bt\_model$fit) %>% xgb.ggplot.importance(

top\_n=6, measure=NULL, rel\_to\_first = F)

![](data:image/png;base64,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)

Alternatively, the gain scores can be presented as relative scores to the most important feature. In this case, the most importance feature will have a score of 1 and the gain scores of the other variables will be scaled to the gain score of the most important feature. This alternate demonstration of gain score can be achieved by changing the default argument rel\_to\_first=F to rel\_to\_first=T.

xgb.importance(model=bt\_model$fit) %>% xgb.ggplot.importance(

top\_n=6, measure=NULL, rel\_to\_first = T)
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**Sum up**

This is the last post of this series looking at explaining model predictions at a global level. We first started this series explaining predictions using white box models such as [logistic regression](https://notast.netlify.com/post/explaining-predictions-interpretable-models-logistic-regression/) and [decision tree](https://notast.netlify.com/post/explaining-predictions-interpretable-models-decision-tree/). Next, we did model specific post hoc evaluation on black box models. Specifically, for [random forest](https://notast.netlify.com/post/explaining-predictions-random-forest-post-hoc-analysis-randomforestexplainer-package/) and Xgboost.